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# Введение

На этом уроке изучим взаимодействие Python-кода с реляционными базами данных. Рассмотрим два подхода: с использованием Python DB-API и с ORM-библиотекой SQLAlchemy.

Потребуются базовые представления о реляционных базах данных (таблицы, отношения, ключи, индексы) и языке SQL (добавление, редактирование, выборка данных).

В большинстве примеров увидим реляционную СУБД SQLite, так как она не требует установки дополнительного ПО, а модуль **sqlite3** является частью стандартной библиотеки Python. Где необходимо, приводятся примеры взаимодействия с другими СУБД.

# Python DB-API

**Python DB-API** — это не конкретная библиотека, а набор правил, которым подчиняются отдельные модули, работающие с базами данных. Есть нюансы реализации, но общие принципы позволяют использовать один подход при работе с разными базами данных.
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Подробное описание Python DB-API — в документе **PEP-249** ([PEP 249 – Python Database API Specification v2.0](https://www.python.org/dev/peps/pep-0249/)).

## Необходимые инструменты

* У Python есть встроенная поддержка базы данных SQLite. Дополнительно ничего устанавливать не надо, достаточно в скрипте указать импорт стандартной библиотеки:

| import sqlite3 |
| --- |

* В некоторых примерах будем использовать тестовую базу данных [Chinook Database](https://chinookdatabase.codeplex.com/) (лицензия MIT). Для примеров потребуется бинарный файл **Chinook\_Sqlite.sqlite** (**examples/Chinook\_Sqlite.sqlite**). Структура **Chinook Database**:

![](data:image/png;base64,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)

* Работать с базой (просматривать, редактировать) удобнее, если использовать программу-браузер баз данных, поддерживающую SQLite. Браузер наглядно покажет, что происходит с базой в процессе экспериментов.

**Примечание**: внося изменения в базу, не забудьте их применить, так как база с непримененными изменениями остается заблокированной.

Некоторые варианты браузеров БД:

* утилита для работы с базой в составе вашей IDE;
* [SQLite Database Browser;](http://sqlitebrowser.org/)
* [SQLiteStudio;](https://sqlitestudio.pl/index.rvt)
* [Valentina Studio.](https://valentina-db.com/ru/valentina-studio-overview)

## Библиотеки для работы с БД

В стандартной библиотеке Python есть только модуль для взаимодействия с SQLite. Модули для других СУБД нужно устанавливать дополнительно. В большинстве случаев все необходимые модули устанавливаются через **pip**.

Перечислим библиотеки, обеспечивающие взаимодействие с СУБД, которые реализуют Python DB-API:

* **SQLite**: стандартный модуль[sqlite3;](https://docs.python.org/3.6/library/sqlite3.html?highlight=sqlite3#)
* **PostgreSQL**: [psycopg2](https://pypi.python.org/pypi/psycopg2), [PyGreSQL;](http://www.pygresql.org/)
* **MySQL**: [PyMySQL](https://pypi.python.org/pypi/PyMySQL), [mysql-connector-python;](https://dev.mysql.com/downloads/connector/python/)
* **MSSQL Server**: [pyodbc](https://mkleehammer.github.io/pyodbc/), [pymssql.](http://pymssql.org/en/stable/)

## Соединение с базой, получение курсора

Рассмотрим базовый шаблон работы с DB-API, который будет использоваться во всех дальнейших примерах:

| *# Подключение библиотеки, соответствующей типу требуемой базы данных* import sqlite3  *# Создание соединения с базой данных* *# В данном случае это файл базы* conn = sqlite3.connect('Chinook\_Sqlite.sqlite')  *# Создаем курсор — это специальный объект, который делает запросы и получает их результаты* cursor = conn.cursor()  *# ========== ТУТ БУДЕТ КОД РАБОТЫ С БАЗОЙ ДАННЫХ ===========* *# ===== КОД ДАЛЬНЕЙШИХ ПРИМЕРОВ ВСТАВЛЯТЬ СЮДА =============*  *# В конце необходимо закрыть соединение с базой данных* conn.close() |
| --- |

При работе с другими базами данных можно использовать дополнительные параметры соединения — например, для PostgreSQL:

| conn = psycopg2.connect(host=hostname, user=username, password=password, dbname=database) |
| --- |

## Чтение из базы

Чтобы получить данные из БД, нужно выполнить SQL-запрос через метод курсора **execute()**, после чего получить данные через одним из fetch-методов:

| *# Выполняется SELECT-запрос к базе данных с применением обычного SQL-синтаксиса* cursor.execute("SELECT Name FROM Artist ORDER BY Name LIMIT 3")  *# Получение результатов запроса* results = cursor.fetchall() results2 = cursor.fetchall()  print(results) *# [('A Cor Do Som',), ('Aaron Copland & London Symphony Orchestra',), ('Aaron Goldberg',)]* print(results2) *# []* |
| --- |

**Обратите внимание**: второй раз результат из курсора без повторения самого запроса получить нельзя — вернется пустым!

Длинные запросы можно разбивать на несколько строк в произвольном порядке, если они заключены в тройные кавычки: одинарные (‘’‘…’‘’) или двойные (“””...”“”):

| cursor.execute("""  SELECT name  FROM Artist  ORDER BY Name LIMIT 3 """) |
| --- |

## Запись в базу

Чтобы добавить записи в БД, надо выполнить (**execute**) SQL-запрос **INSERT** и подтвердить транзакцию (**commit**):

| *# Выполняется INSERT-запрос к базе данных с обычным SQL-синтаксисом* cursor.execute("insert into Artist values (Null, 'A Aagrh!') ")  *# Если выполняются изменения в базе данных, необходимо сохранить транзакцию* conn.commit() *# Проверка результатов* cursor.execute("SELECT Name FROM Artist ORDER BY Name LIMIT 3") results = cursor.fetchall() print(results) *# [('A Aagrh!',), ('A Cor Do Som',), ('Aaron Copland & London Symphony Orchestra',)]* |
| --- |

**Примечание**: если к базе установлено несколько соединений и одно из них осуществляет ее модификацию, база SQLite блокируется до завершения (метод соединения **commit()**) или отмены (метод соединения **rollback()**) транзакции.

## Несколько запросов за один раз

Метод курсора **execute()** позволяет делать только один запрос за раз: при попытке сделать несколько (через точку с запятой) будет ошибка:

| cursor.execute("""  insert into Artist values (Null, 'A Aagrh!');  insert into Artist values (Null, 'A Aagrh-2!'); """) *# Будет ошибка* *# sqlite3.Warning: You can only execute one statement at a time.* |
| --- |

Решение — либо несколько раз вызвать метод курсора **execute()**:

| cursor.execute("""insert into Artist values (Null, 'A Aagrh!');""") cursor.execute("""insert into Artist values (Null, 'A Aagrh-2!');""") |
| --- |

...либо использовать метод курсора **executescript()**:

| cursor.executescript("""  insert into Artist values (Null, 'A Aagrh!');  insert into Artist values (Null, 'A Aagrh-2!'); """) |
| --- |

Данный метод удобен, когда запрос сохранен в отдельной переменной или файле и требуется применить его к базе данных.

## Подстановка значений в запрос

* **Важно!** Ни при каких условиях не используйте конкатенацию строк (+) или форматную строку для передачи переменных в SQL-запрос. Такое формирование запроса в сочетании с пользовательскими данными в нем — место для **SQL-инъекций**!

**Правильный способ** — использовать второй аргумент метода **execute()**.

В **SQLite** возможны два варианта:

| *# 1. C подстановкой по порядку на места знаков вопросов:* cursor.execute("SELECT Name FROM Artist ORDER BY Name LIMIT ?", ('2')) *# 2. C использованием именованных замен:* cursor.execute("SELECT Name from Artist ORDER BY Name LIMIT :limit", {"limit": 3}) |
| --- |

Параметр [paramstyle](https://www.python.org/dev/peps/pep-0249/#paramstyle) определяет, какой именно стиль используется для подстановки переменных в данном модуле:

| import sqlite3 paramstyle = sqlite3.paramstyle  if paramstyle == 'qmark':  ph = "?" elif paramstyle == 'format':  ph = "%s" else:  raise Exception("Unexpected paramstyle: %s" % paramstyle)  sql = "INSERT INTO foo VALUES (%(ph)s, %(ph)s, %(ph)s)" % { "ph" : ph } |
| --- |

## Множественная подстановка значений

Для подстановки списка значений в запрос используется метод курсора **executemany()**:

| *# Обратите внимание: даже одно значение нужно передавать кортежем!* *# Именно поэтому тут используется запятая в скобках* new\_artists = [  ('A Aagrh!',),  ('A Aagrh!-2',),  ('A Aagrh!-3',), ] cursor.executemany("insert into Artist values (Null, ?);", new\_artists) |
| --- |

## Получение результатов

Для получения данных выборки (SELECT-запрос) применяются методы курсора:

* **fetchone()** — возвращает одну строку результата запроса, повторный вызов получает следующую строку и т.д. Всегда возвращает кортеж или **None**, если запрос пустой;
* **fetchmany([size=cursor.arraysize])** — возвращает набор строк результата указанного размера;
* **fetchall()** — получает все строки результата запроса.

Пример получения данных с применением метода курсора **fetchone()**:

| cursor.execute("SELECT Name FROM Artist ORDER BY Name LIMIT 3") print(cursor.fetchone()) *# ('A Cor Do Som',)* print(cursor.fetchone()) *# ('Aaron Copland & London Symphony Orchestra',)* print(cursor.fetchone()) *# ('Aaron Goldberg',)* print(cursor.fetchone()) *# None* |
| --- |

**Важно!** Стандартный курсор забирает все данные с сервера сразу, вне зависимости от использования **fetchall()** или **fetchone()**.

Пример операций с БД формата SQLite через Python-библиотеку **sqlite3** представлен в **листинге 1**.

### Курсор как итератор

Можно использовать объект курсора в качестве итератора:

| *# Использование курсора как итератора* for row in cursor.execute('SELECT Name from Artist ORDER BY Name LIMIT 3'):  print(row)  *# Полученный результат:* *# ('A Cor Do Som',)* *# ('Aaron Copland & London Symphony Orchestra',)* *# ('Aaron Goldberg',)* |
| --- |

## Обработка ошибок

Для устойчивости программы (особенно при операциях записи) следует оборачивать инструкции обращения к БД в блоки **try-except-else** и использовать встроенный в **sqlite3** «родной» объект ошибок:

| try:  cursor.execute(sql\_statement)  result = cursor.fetchall() except sqlite3.DatabaseError as err:  print("Error: ", err) else:  conn.commit() |
| --- |

## Использование row\_factory

Атрибут **row\_factory** позволяет дополнительно обрабатывать результат выборки (имеется доступ к метаданным запроса). По сути, **row\_factory** — это callback-функция для обработки данных при возврате строки.

Можно обращаться к результату запроса по имени столбца. Для этого нужно воспользоваться атрибутом курсора **description**. Он возвращает сведения о столбцах для последней выборки (для каждого из них данные представлены кортежем из 7 элементов).

Пример из документации:

| import sqlite3  def dict\_factory(cursor, row):  d = {}  for idx, col in enumerate(cursor.description):  d[col[0]] = row[idx]  return d  con = sqlite3.connect(":memory:") con.row\_factory = dict\_factory cur = con.cursor() cur.execute("select 1 as a") print(cur.fetchone()["a"]) |
| --- |

Еще один пример возможностей **row\_factory** — в **листинге 2**.

## Справка по функциям Python DB-API

### Модуль

* **connect()** — установка соединения с БД, создание объекта класса **Connection**;
* **threadsafety** — константа, указывающая уровень потокобезопасности модуля;
* **paramstyle** — строковая константа, задающая формат маркера подстановки данных в запрос.

### Исключения (Exceptions)

* **Warning** — исключение для важных предупреждений (warnings);
* **Error** — базовый класс для исключений типа **error**;
* **InterfaceError** — ошибки, свойственные интерфейсу БД;
* **DatabaseError** — исключения, свойственные базе данных;
* **DataError** — исключения обработки данных (деление на ноль, выход за границы диапазона);
* **OperationalError** — исключения, относящиеся к операциям БД, которые не подконтрольны программисту (неожиданное отключение БД, неизвестное имя источника данных, невозможность выполнить транзакцию, ошибка выделения памяти);
* **IntegrityError** — исключение при нарушении целостности отношений (неудачная проверка внешнего ключа);
* **InternalError** — внутреннее исключение БД (некорректный курсор, ошибка синхронизации транзакции и прочее);
* **ProgrammingError** — программные ошибки (таблица не найдена или уже присутствует, ошибка SQL-синтаксиса, неверное количество параметров);
* **NotSupportedError** — исключение создается при использовании метода или API, которые не поддерживаются базой данных.

### Соединение (Connection)

* **con.close()** — закрывает соединение с сервером базы данных;
* **con.commit()** — подтверждает все незавершенные транзакции;
* **con.rollback()** — откатывает все изменение в базе данных до момента, когда были запущены незавершенные транзакции.
* **con.cursor()** — создает новый курсор (экземпляр класса **Cursor**).

### Курсор (Cursor)

* **cur.description** — последовательность кортежей с информацией о каждом столбце в текущем наборе данных. Кортеж имеет вид (**name, type\_code, display\_size, internal\_size, precision, scale, null\_ok**);
* **cur.rowcount** — число строк, на которые повлиял последний запрос;
* **c.arraysize** — целое число, которое используется методом **cur.fetchmany** как значение по умолчанию;
* **c.close()** — закрывает курсор, предотвращая выполнение запросов с его помощью;
* **c.callproc(procname [, param])** — вызывает хранимую процедуру;
* **c.execute(query [, param])** — выполняет запрос к базе данных (**query**);
* **c.executemany(query [, paramsequence])** — многократное выполнение запросов к базе данных (**query**);
* **c.fetchone()** — возвращает следующую запись из набора данных, полученного вызовом **c.execute\*()**;
* **c.fetchmany([size])** — возвращает последовательность записей из набора данных;
* **c.fetchall()** — возвращает последовательность всех записей, оставшихся в полученном наборе данных;
* **c.nextset()** — пропускает все оставшиеся записи в текущем наборе данных и переходит к следующему;
* **c.setinputsize(sizes)** — сообщает курсору о параметрах, которые будут переданы в последующих вызовах методов **cur.execute\*()**;
* **c.setoutputsize(sizes [, column])** — устанавливает размер буфера для определенного столбца в возвращаемом наборе данных.

### Типы данных и их конструкторы

* **Date(year, month, day)** — формирует объект, содержащий дату;
* **Time(hour, minute, second)** — формирует объект, содержащий время;
* **Timestamp(year, month, day, hour, minute, second)** — формирует объект, содержащий временную метку;
* **DateFromTicks(ticks)** — формирует объект-дату из количества секунд;
* **TimeFromTicks(ticks)** — формирует объект-время из количества секунд;
* **TimestampFromTicks(ticks)** — формирует объект «дата–время» из количества секунд;
* **Binary(string)** — формирует объект с бинарными данными;
* **STRING** — тип для представления строковых столбцов таблицы (CHAR);
* **BINARY** — тип для представления бинарных столбцов таблицы (LONG, RAW, BLOB);
* **NUMBER** — тип для представления числовых столбцов таблицы;
* **DATETIME** — тип для представления столбцов «дата–время»;
* **ROWID** — тип для представления **Row ID** столбцов;
* **NULL-значения** представляются Python-объектом **None** как при вводе, так и при выводе.

# SQLAlchemy

**SQLAlchemy** — это программная библиотека на Python для работы с реляционными СУБД с применением технологии ORM. **Object-Relational Mapping**, или объектно-реляционное отображение, связывает базы данных с концепциями объектно-ориентированных языков, создавая «виртуальную объектную БД». Служит для синхронизации объектов Python и записей реляционной базы данных. **SQLAlchemy** позволяет описывать структуры баз данных и способы взаимодействия с ними на Python, не используя SQL. Библиотека была выпущена в феврале 2006 под лицензией открытого ПО MIT.

Работает **back end** для баз данных: **MySQL**, **PostgreSQL**, **SQLite**, **Oracle** и других, между которыми можно переключаться изменением конфигурации.

## Преимущества

Использование SQLAlchemy для автоматической генерации SQL-кода имеет несколько преимуществ по сравнению с ручным написанием SQL-запросов:

* **Безопасность**. Параметры запросов экранируются, что делает атаки типа внедрения SQL-кода маловероятными;
* **Производительность**. Повышается вероятность повторного использования запроса к серверу базы данных, что может позволить ему в некоторых случаях применить повторно план выполнения запроса;
* **Переносимость**. **SQLAlchemy** при должном подходе позволяет писать на Python код, совместимый с несколькими back end СУБД. Несмотря на стандартизацию языка SQL, базы данных реализуют его по-разному. Абстрагироваться от этих нюансов помогает **SQLAlchemy**.

## Архитектура SQLAlchemy
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**SQLAlchemy** предоставляет богатый API для каждого уровня взаимодействия с БД, разбивая общую задачу взаимодействия на две категории: **ядро (Core)** и **объектно-реляционное представление (ORM)**. Ядро включает взаимодействие с **Python DB-API**, обработку текстовых SQL-запросов и управление схемой БД (все эти части предоставляют API). ORM-часть — это библиотека, построенная поверх ядра **SQLAlchemy** (разработчик может создать собственную).

Разделение на ядро и ORM всегда было особенностью **SQLAlchemy**. В этом есть как плюсы, так и минусы. Ядро **SQLAlchemy** позволяет ORM-слою:

* связывать в структуру **Table** атрибуты Python-класса, а не имена полей из БД;
* для формирования SELECT-запроса использовать структуру **select**, а не формировать строку запроса из разных частей;
* получать результат запроса через «фасад» (шаблон программирования) **ResultProxy**, который отображает select-структуру на каждую строку результата, а не передавать данные из курсора БД в пользовательские объекты.

Элементы ядра могут быть не видны в самом простом ORM-приложении. Ядро аккуратно встроено в ORM для плавного перехода между их конструкциями. Поэтому более сложное ORM-приложение может пропустить один или два уровня абстракции — чтобы взаимодействовать с БД, используя специфические и улучшенные настройки (если требуется).

Обратной стороной подхода «ORM–ядро» является то, что инструкции должны пройти много этапов. Стандартная реализация CPython имеет особенность вызова Python-функций, которая снижает быстродействие. Чтобы это обойти, можно сокращать цепочки вызовов функций и переносить критичные к быстродействию участки на язык C. Разработчики **SQLAlchemy** используют оба подхода для улучшения производительности (интерпретатор **PyPy** позволяет обходиться без трюков с улучшением быстродействия).

## Установка SQLAlchemy

Установка **SQLAlchemy** стандартная:

| pip install SQLAlchemy |
| --- |

Также можно скачать с официального сайта архив с SQLAlchemy и выполнить установочный скрипт **setup.py**:

| python setup.py install |
| --- |

Чтобы удостовериться в правильности установки, следует проверить версию библиотеки:

| import sqlalchemy print("Версия SQLAlchemy:", sqlalchemy.\_\_version\_\_) *# посмотреть версию SQLALchemy* |
| --- |

## Объектно-реляционная модель SQLAlchemy

### Соединение с базой данных

Будем использовать БД SQLite, хранящуюся в памяти, чтобы проще демонстрировать работу с **SQLAlchemy**.

Для соединения с СУБД используется функция **create\_engine()** (см. **листинг 3**):

| from sqlalchemy import create\_engine engine = create\_engine('sqlite:///:memory:', echo=True) |
| --- |

Флаг **echo** включает ведение лога через стандартный модуль **logging** языка. Когда он включен, будут отображаться все создаваемые SQL-запросы.

По умолчанию соединение с БД через 8 часов простоя обрывается. Чтобы этого не случилось, нужно добавить опцию:

| pool\_recycle = 7200 |
| --- |

Так каждые два часа соединение будет переустанавливаться.

Примеры создания подключений к базам данных PostgreSQL и MySQL:

| *# Создание подключения к локальной базе данных PostgreSQL* from sqlalchemy import create\_engine engine = create\_engine('postgresql+psycopg2://username:password@localhost:5432/mydb')  *# Создание подключения к удаленной базе данных MySQL* from sqlalchemy import create\_engine engine = create\_engine('mysql+pymysql://cookiemonster:chocolatechip@mysql01.monster.internal'/  '/cookies', pool\_recycle=3600) |
| --- |

В рамках **SQLAlchemy** реализован фасадный класс для классического взаимодействия с **DB-API**. Точкой входа этого фасадного класса является вызов **create\_engine**, с помощью которого устанавливается соединение и собирается конфигурационная информация. В качестве результата выполнения вызова возвращается экземпляр класса **Engine**. Этот объект представляет только способ осуществления запроса через **DB-API**, причем последний никогда непосредственно не раскрывается.

Для простого выполнения объект **Engine** предоставляет интерфейс явного исполнения запросов (**implicit execution interface**). Соединение с базой данных и курсором посредством DB-API создается и закрывается незаметно для разработчика:

| engine = create\_engine("postgresql://user:pw@host/dbname") result = engine.execute("select \* from table") print(result.fetchall()) |
| --- |

### Создание таблиц

Далее необходимо «рассказать» **SQLAlchemy** о таблицах в базе данных.

Рассмотрим пример одиночной таблицы **users**, в которой хранятся записи о конечных пользователях, которые посещают сайт **N**. Необходимо определить таблицу внутри каталога **MetaData**, используя конструктор **Table()**, который похож на SQL-запрос **CREATE TABLE** (файл **листинг 3**):

| from sqlalchemy import Table, Column, Integer, String, MetaData, ForeignKey  metadata = MetaData() users\_table = Table('users', metadata,  Column('id', Integer, primary\_key=True),  Column('name', String),  Column('fullname', String),  Column('password', String) ) |
| --- |

Далее необходимо выполнить запрос **CREATE TABLE**, параметры которого будут взяты из метаданных таблицы. Для этого вызывается метод **create\_all()** с параметром **engine**, который указывает на базу. При выполнении метода автоматически проверяется присутствие такой таблицы перед ее созданием, так что можно выполнять этот метод много раз:

| metadata.create\_all(engine) |
| --- |

* **Обратите внимание**: колонки **VARCHAR** создаются без указания длины — для SQLite это вполне допустимый тип данных, но во многих других СУБД так делать нельзя. Чтобы выполнить этот урок в PostgreSQL или MySQL, длина для строк должна быть определена:

| Column('name', String(50)) |
| --- |

Поле «длина» в строках **String**, как и простая разрядность/точность в **Integer**, **Numeric**, используются только при создании таблиц.

### Определение класса Python для отображения в таблицу

Класс **Table** хранит информацию о БД, но ничего не говорит о логике объектов, которые используются приложением. **SQLAlchemy** считает это отдельной задачей. Для соответствия таблице **users** создадим элементарный класс **User** (совершенно новый) (см. **листинг 3**):

| class User:  def \_\_init\_\_(self, name, fullname, password):  self.name = name  self.fullname = fullname  self.password = password   def \_\_repr\_\_(self):  return "<User('%s','%s', '%s')>" % (self.name, self.fullname, self.password) |
| --- |

Методы **\_\_init\_\_** и **\_\_repr\_\_** (вызывается в функции **print**) определены здесь для удобства. Они не обязательны и могут иметь любую форму. **SQLAlchemy** не вызывает **\_\_init\_\_** напрямую.

### Настройка отображения

Теперь необходимо связать таблицы **users** и класс **User**. Эту задачу решает пакет **SQLAlchemy ORM**.

Чтобы создать отображение между таблицей и классом, необходимо использовать функцию **mapper**:

| from sqlalchemy.orm import mapper print(mapper(User, users\_table)) *# <Mapper at 0x...; User>* |
| --- |

Функция **mapper()** создаст новый Mapper-объект и сохранит его для дальнейшего применения, ассоциирующегося с нашим классом. Теперь создадим и проверим объект класса **User**:

| from sqlalchemy.orm import mapper *# Mapper находится в пакете с ОРМ* mapper(User, users\_table) *# Создание отображения* user = User("Вася", "Василий", "qweasdzxc") print(user) *# <User('Вася', 'Василий', 'qweasdzxc'>* print(user.id) *# None* |
| --- |

Атрибут **id**, который не определен в **\_\_init\_\_**, все равно существует из-за того, что колонка **id** существует в объекте таблицы **users\_table**.

Стандартно **mapper()** создает атрибуты класса для всех колонок, что есть в **Table**. Это объекты-дескрипторы, которые определяют функциональность класса. Она может быть богатой, с возможностью отслеживать изменения и автоматически подгружать данные в базу.

Поскольку **SQLAlchemy** не получила задание сохранить «Василия» в базу, его id имеет значение **None**. Когда позже будет выполнено сохранение, в этом атрибуте будет автоматически сформированное значение.

## Декларативное создание таблицы, класса и отображения

Мы приблизились к конфигурированию: рассмотрели таблицу **Table**, пользовательский класс и вызов **mapper()** — проиллюстрировали классический пример использования **SQLAlchemy**. В ней очень ценится разделение задач. Но множество приложений не требуют его, и для них **SQLAlchemy** предоставляет альтернативный, более лаконичный стиль — **декларативный.**

| Base = declarative\_base() class User(Base):  \_\_tablename\_\_ = 'users'  id = Column(Integer, primary\_key=True)  name = Column(String)  fullname = Column(String)  password = Column(String)   def \_\_init\_\_(self, name, fullname, password):  self.name = name  self.fullname = fullname  self.password = password  def \_\_repr\_\_(self):  return "<User('%s','%s', '%s')>" % (self.name, self.fullname, self.password) |
| --- |

Функция **declarative\_base()** определяет новый класс (**Base**), от которого будут унаследованы все необходимые ORM-классы.

* **Обратите внимание**: объекты **Column** определены без указания строки имени — она будет получена из имени своего атрибута.

Объект **Table** доступен через атрибут **\_\_table\_\_**:

| users\_table = User.\_\_table\_\_ |
| --- |

Имеющиеся метаданные **MetaData** также доступны:

| metadata = Base.metadata |
| --- |

# 

# Итоги

С использованием **SQLAlchemy** работать с базой данных становится так же удобно, как со структурами языка программирования. Но **SQLAlchemy** подразумевает, что **разработчик понимает, как работает SQL**. В современных фреймворках для создания сайтов так или иначе используется ORM. В Django — своя реализация **django-orm**, а во **flask**, **pyramids** и других основном используется **SQLAlchemy**.

Можно также обратить внимание на другие ORM: [**PeeWee**](https://habrahabr.ru/post/207110/), [**Pony ORM**](https://habrahabr.ru/post/188842/).

# Практическое задание

1. Начать реализацию класса «**Хранилище**» для серверной стороны. Хранение необходимо осуществлять в базе данных. В качестве СУБД использовать **sqlite**. Для взаимодействия с БД можно применять ORM.

Опорная схема базы данных:

* На стороне сервера БД содержит следующие таблицы:
  + клиент:
    - логин;
    - информация.
  + история\_клиента:
    - время входа;
    - ip-адрес.
  + список\_контактов (составляется на основании выборки всех записей с id\_владельца):
    - id\_владельца;
    - id\_клиента.
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# Приложение

**Листинг 1**

| *# ------------------------------ Базы данных -----------------------------*  *# Импортируем библиотеку, соответствующую типу нашей базы данных*  import sqlite3  *# Создаем соединение с базой данных* *# В примере это файл базы* with sqlite3.connect('company.db3') as conn:   *# Создаем курсор - это специальный объект, который делает запросы и получает их результаты*  cursor = conn.cursor()   *# ТУТ БУДЕТ НАШ КОД РАБОТЫ С БАЗОЙ ДАННЫХ*  *# КОД ДАЛЬНЕЙШИХ ПРИМЕРОВ ВСТАВЛЯТЬ В ЭТО МЕСТО*   *# cursor.execute("""*  *# create table if not exists Terminal (*  *# id INTEGER primary key,*   *# title TEXT,*   *# configuration TEXT*  *# );*  *# """)*   *# cursor.execute("""*  *# insert into Terminal (id, title, configuration)*  *# VALUES (?, ?, ?);""",*  *# (13, 'Terminal Bingo', '{"simle":"nothing"}'))*   cursor.execute('SELECT \* FROM Terminal where id = ?', '13')   z = cursor.fetchone()  while z:  print(z)  z = cursor.fetchone()  *# Не забываем закрыть соединение с базой данных* *# conn.close()* |
| --- |

**Листинг 2**

| *# ------------------------------ Базы данных -----------------------------* *# Использование row\_factory*  import sqlite3   *# Создадим обработчик row\_factory, возвращающий список данных, а не кортежей* *# при выборе только одного поля из таблицы* def my\_row\_factory(cursor, row):  d = {}  print(cursor.description)  print(row[0])  if len(cursor.description) == 1:  return row[0]  else:  return row   con = sqlite3.connect(":memory:")  con.row\_factory = my\_row\_factory cur = con.cursor()  cur.execute('CREATE table USER(id integer primary key, name text)')  cur.execute('INSERT INTO USER(name) values (?)', ('petrushka',)) cur.execute('INSERT INTO USER(name) values (?)', ('barmalei',)) cur.execute('INSERT INTO USER(name) values (?)', ('alien',)) cur.execute('INSERT INTO USER(name) values (?)', ('scally',)) cur.execute('INSERT INTO USER(name) values (?)', ('molder',)) con.commit()   cur.execute("select \* from USER as a") print(cur.fetchall()) |
| --- |

**Листинг 3**

| *# ------------------------------ Базы данных -----------------------------*  *# SQLAlchemy. Часть 1*  import sys  *# Проверим версию SQLAlchemy* try:  import sqlalchemy  print(sqlalchemy.\_\_version\_\_) except ImportError:  print('Библиотека SQLAlchemy не найдена')   sys.exit(13)  *# ----------------------------------------------------------------------------*  print(' ------ Классическое создание таблицы, класса и отображения ------')  *# Работа с классическим отображением (Classical Mapping) #* *##########################################################*  from sqlalchemy import create\_engine  *# Создадим БД в памяти или в файле* *# Флаг `echo` включает ведение лога через стандартный модуль `logging` Питона.* engine = create\_engine('sqlite:///:memory:', echo=True)  *# Импортируем необходимые классы (типы данных, таблицы, метаданные, ключи)* from sqlalchemy import Table, Column, Integer, String, MetaData  *# Подготовим "запрос" на создание таблицы users внутри каталога MetaData* metadata = MetaData() users\_table = Table('users', metadata,  Column('id', Integer, primary\_key=True),  Column('name', String),  Column('fullname', String),  Column('password', String) )  *# Выполним запрос CREATE TABLE* metadata.create\_all(engine)   *# Создадим класс для отображения таблицы БД* class User:  def \_\_init\_\_(self, name, fullname, password):  self.name = name  self.fullname = fullname  self.password = password   def \_\_repr\_\_(self):  return "<User('%s','%s', '%s')>" % \  (self.name, self.fullname, self.password)   *# Выполним связывание таблицы и класса-отображения* from sqlalchemy.orm import mapper m = mapper(User, users\_table) print('Classic Mapping. Mapper: ', m)  *# Создадим объект-пользователя* classic\_user = User("Вася", "Василий", "qweasdzxc") print('Classic Mapping. User: ', classic\_user)  print('Classic Mapping. User ID: ', classic\_user.id)   *# ----------------------------------------------------------------------------*  print(' ------ Декларативное создание таблицы и класса ------')  *# Декларативное создание таблицы, класса и отображения #* *########################################################*  *# Для использования декларативного стиля необходима функция declarative\_base* from sqlalchemy.ext.declarative import declarative\_base  *# Функция declarative\_base создаёт базовый класс для декларативной работы* Base = declarative\_base()  *# На основании базового класса можно создавать необходимые классы* class User(Base):  \_\_tablename\_\_ = 'users'  id = Column(Integer, primary\_key=True)  name = Column(String)  fullname = Column(String)  password = Column(String)   def \_\_init\_\_(self, name, fullname, password):  self.name = name  self.fullname = fullname  self.password = password  def \_\_repr\_\_(self):  return "<User('%s','%s', '%s')>" % \  (self.name, self.fullname, self.password)  *# Таблица доступна через атрибут класса* users\_table = User.\_\_table\_\_ print('Declarative. Table:', users\_table)  *# Метаданные доступны через класс Base* metadata = Base.metadata print('Declarative. Metadata:', metadata)  print(' ----------------- Работа с сессией ---------------------------------')  *# Создание сессии #* *###########################################################*  from sqlalchemy.orm import sessionmaker Session = sessionmaker(bind=engine)   *# Класс Session будет создавать Session-объекты, которые привязаны к базе данных* session = Session() print('Session:', session)  *# Добавление новых объектов #* *####################################################################*  *# Для сохранения объекта User нужно добавить его к имеющейся сессии* admin\_user = User("vasia", "Vasiliy Pypkin", "vasia2000") session.add(admin\_user)  *# Объект, созданный через классическое отображение,* *# также сохраняется в БД через сессию* session.add(classic\_user)  *# Простой запрос* q\_user = session.query(User).filter\_by(name="vasia").first() print('Simple query:', q\_user)   *# Добавить сразу несколько записей* session.add\_all([User("kolia", "Cool Kolian[S.A.]","kolia$$$"),  User("zina", "Zina Korzina", "zk18")])   *# Сессия "знает" об изменениях пользователя* admin\_user.password = "-=VP2001=-" print('Session. Changed objects:', session.dirty)  *# Атрибут `new` хранит объекты, ожидающие сохранения в базу данных* print('Session. New objects:', session.new)  *# Метод commit() фиксирует транзакцию, сохраняя оставшиеся изменения в базу* session.commit()  print('User ID after commit:', admin\_user.id) |
| --- |